What is NumPy

NumPy stands for numeric python which is a python package for the computation and processing of the multidimensional and single dimensional array elements.

**Travis Oliphant** created NumPy package in 2005 by injecting the features of the ancestor module Numeric into another module Numarray.

It is an extension module of Python which is mostly written in C. It provides various functions which are capable of performing the numeric computations with a high speed.

NumPy provides various powerful data structures, implementing multi-dimensional arrays and matrices. These data structures are used for the optimal computations regarding arrays and matrices.

The need of NumPy

With the revolution of data science, data analysis libraries like NumPy, SciPy, Pandas, etc. have seen a lot of growth. With a much easier syntax than other programming languages, python is the first choice language for the data scientist.

NumPy provides a convenient and efficient way to handle the vast amount of data. NumPy is also very convenient with Matrix multiplication and data reshaping. NumPy is fast which makes it reasonable to work with a large set of data.

There are the following advantages of using NumPy for data analysis.

1. NumPy performs array-oriented computing.
2. It efficiently implements the multidimensional arrays.
3. It performs scientific computations.
4. It is capable of performing Fourier Transform and reshaping the data stored in multidimensional arrays.
5. NumPy provides the in-built functions for linear algebra and random number generation.

# **NumPy Environment Setup**

NumPy doesn't come bundled with Python. We have to install it using **the python pip** installer. Execute the following command.

1. $ pip install numpy

It is best practice to install NumPy with the full SciPy stack. The binary distribution of the SciPy stack is specific to the operating systems.

## Windows

On the Windows operating system, The SciPy stack is provided by the Anaconda which is a free distribution of the Python SciPy package.

It can be downloaded from the official website: https://www.anaconda.com/. It is also available for Linux and Mac.

The CanoPy also comes with the full SciPy stack which is available as free as well as commercial license. We can download it by visiting the link: https://www.enthought.com/products/canopy/

The Python (x, y) is also available free with the full SciPy distribution. Download it by visiting the link: https://python-xy.github.io/

Linux

In Linux, the different package managers are used to install the SciPy stack. The package managers are specific to the different distributions of Linux. Let's look at each one of them.

Ubuntu

Execute the following command on the terminal.

1. $ sudo apt-get install python-numpy
3. $ python-scipy python-matplotlibipythonipythonnotebook python-pandas
5. $ python-sympy python-nose

Redhat

On Redhat, the following commands are executed to install the Python SciPy package stack.

1. $ sudo yum install numpyscipy python-matplotlibipython
3. $ python-pandas sympy python-nose atlas-devel

To verify the installation, open the Python prompt by executing python command on the terminal (cmd in the case of windows) and try to import the module NumPy as shown in the below image. If it doesn't give the error, then it is installed successfully.
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# **numpy.array() in Python**

The homogeneous multidimensional array is the main object of **NumPy**. It is basically a table of elements which are all of the same type and indexed by a tuple of positive integers. The dimensions are called axis in NumPy.

The NumPy's array class is known as **ndarray** or **alias array**. The numpy.array is not the same as the standard Python library class **array.array**. The array.array handles only one-dimensional arrays and provides less functionality.

### **Syntax**

1. numpy.array(object, dtype=None, copy=True, order='K', subok=False, ndmin=0)

### **Parameters**

There are the following parameters in numpy.array() function.

**1) object: array\_like**

Any object, which exposes an array interface whose \_\_array\_\_ method returns any nested sequence or an array.

**2) dtype : optional data-type**

This parameter is used to define the desired parameter for the array element. If we do not define the data type, then it will determine the type as the minimum type which will require to hold the object in the sequence. This parameter is used only for upcasting the array.

**3) copy: bool(optional)**

If we set copy equals to true, the object is copied else the copy will be made when an object is a nested sequence, or a copy is needed to satisfy any of the other requirements such as dtype, order, etc.

**4) order : {'K', 'A', 'C', 'F'}, optional**

The order parameter specifies the memory layout of the array. When the object is not an array, the newly created array will be in C order (row head or row-major) unless 'F' is specified. When F is specified, it will be in Fortran order (column head or column-major). When the object is an array, it holds the following order.

| **order** | **no copy** | **copy=True** |
| --- | --- | --- |
| 'K' | Unchanged | F and C order preserved. |
| 'A' | Unchanged | When the input is F and not C then F order otherwise C order |
| 'C' | C order | C order |
| 'F' | F order | F order |

When copy=False or the copy is made for the other reason, the result will be the same as copy= True with some exceptions for A. The default order is 'K'.

**5) subok : bool(optional)**

When subok=True, then sub-classes will pass-through; otherwise, the returned array will force to be a base-class array (default).

**6) ndmin : int(optional)**

This parameter specifies the minimum number of dimensions which the resulting array should have. Users can be prepended to the shape as needed to meet this requirement.

### **Returns**

The numpy.array() method returns an ndarray. The ndarray is an array object which satisfies the specified requirements.

## Create a NumPy ndarray Object

NumPy is used to work with arrays. The array object in NumPy is called ndarray.

We can create a NumPy ndarray object by using the array() function.

import numpy as np

arr = np.array([1, 2, 3, 4, 5])

print(arr)

print(type(arr))

**type():** This built-in Python function tells us the type of the object passed to it. Like in above code it shows that arr is numpy.ndarray type.

To create an ndarray, we can pass a list, tuple or any array-like object into the array() method, and it will be converted into an ndarray:

### **Example**

Use a tuple to create a NumPy array:

import numpy as np  
  
arr = np.array((1, 2, 3, 4, 5))  
  
print(arr)

## Dimensions in Arrays

A dimension in arrays is one level of array depth (nested arrays).

**nested array:** are arrays that have arrays as their elements.

## 0-D Arrays

0-D arrays, or Scalars, are the elements in an array. Each value in an array is a 0-D array.

### **Example**

Create a 0-D array with value 42

import numpy as np  
  
arr = np.array(42)  
  
print(arr)

## 1-D Arrays

An array that has 0-D arrays as its elements is called uni-dimensional or 1-D array.

These are the most common and basic arrays.

### **Example**

Create a 1-D array containing the values 1,2,3,4,5:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5])  
  
print(arr)

## 2-D Arrays

An array that has 1-D arrays as its elements is called a 2-D array.

These are often used to represent matrix or 2nd order teansors.

NumPy has a whole sub module dedicated towards matrix operations called numpy.mat

### **Example**

Create a 2-D array containing two arrays with the values 1,2,3 and 4,5,6:

import numpy as np  
  
arr = np.array([[1, 2, 3], [4, 5, 6]])  
  
print(arr)

## Reshaping arrays

Reshaping means changing the shape of an array.

The shape of an array is the number of elements in each dimension.

By reshaping we can add or remove dimensions or change number of elements in each dimension.

## Reshape From 1-D to 2-D

### **Example**

Convert the following 1-D array with 12 elements into a 2-D array.

The outermost dimension will have 4 arrays, each with 3 elements:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12])  
  
newarr = arr.reshape(4, 3)  
  
print(newarr)

## Reshape From 1-D to 3-D

### **Example**

Convert the following 1-D array with 12 elements into a 3-D array.

The outermost dimension will have 2 arrays that contains 3 arrays, each with 2 elements:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12])  
  
newarr = arr.reshape(2, 3, 2)  
  
print(newarr)

### **Example**

Try converting 1D array with 8 elements to a 2D array with 3 elements in each dimension (will raise an error):

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7, 8])  
  
newarr = arr.reshape(3, 3)  
  
print(newarr)

## Filtering Arrays

Getting some elements out of an existing array and creating a new array out of them is called *filtering*.

In NumPy, you filter an array using a *boolean index list*.

A *boolean index list* is a list of booleans corresponding to indexes in the array.

If the value at an index is True that element is contained in the filtered array, if the value at that index is False that element is excluded from the filtered array.

### **Example**

Create an array from the elements on index 0 and 2:

import numpy as np  
  
arr = np.array([41, 42, 43, 44])  
  
x = [True, False, True, False]  
  
newarr = arr[x]  
  
print(newarr)

## Creating the Filter Array

In the example above we hard-coded the True and False values, but the common use is to create a filter array based on conditions.

### **Example**

Create a filter array that will return only values higher than 42:

import numpy as np  
  
arr = np.array([41, 42, 43, 44])  
  
# Create an empty list  
filter\_arr = []  
  
# go through each element in arr  
for element in arr:  
  # if the element is higher than 42, set the value to True, otherwise False:  
  if element > 42:  
    filter\_arr.append(True)  
  else:  
    filter\_arr.append(False)  
  
newarr = arr[filter\_arr]  
  
print(filter\_arr)  
print(newarr)

### **Example**

Create a filter array that will return only even elements from the original array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
# Create an empty list  
filter\_arr = []  
  
# go through each element in arr  
for element in arr:  
  # if the element is completely divisble by 2, set the value to True, otherwise False  
  if element % 2 == 0:  
    filter\_arr.append(True)  
  else:  
    filter\_arr.append(False)  
  
newarr = arr[filter\_arr]  
  
print(filter\_arr)  
print(newarr)

@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@@

Indexing:

## Access Array Elements

Array indexing is the same as accessing an array element.

You can access an array element by referring to its index number.

The indexes in NumPy arrays start with 0, meaning that the first element has index 0, and the second has index 1 etc.

### **Example**

Get the first element from the following array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4])  
  
print(arr[0])

### **Example**

Get third and fourth elements from the following array and add them.

import numpy as np  
  
arr = np.array([1, 2, 3, 4])  
  
print(arr[2] + arr[3])

## Access 2-D Arrays

To access elements from 2-D arrays we can use comma separated integers representing the dimension and the index of the element.

Think of 2-D arrays like a table with rows and columns, where the dimension represents the row and the index represents the column.

### **Example**

Access the element on the first row, second column:

import numpy as np  
  
arr = np.array([[1,2,3,4,5], [6,7,8,9,10]])  
  
print('2nd element on 1st row: ', arr[0, 1])

## Negative Indexing

Use negative indexing to access an array from the end.

### **Example**

Print the last element from the 2nd dim:

import numpy as np  
  
arr = np.array([[1,2,3,4,5], [6,7,8,9,10]])  
  
print('Last element from 2nd dim: ', arr[1, -1])

# **NumPy Array Slicing**

## Slicing arrays

Slicing in python means taking elements from one given index to another given index.

We pass slice instead of index like this: [*start*:*end*].

We can also define the step, like this: [*start*:*end*:*step*].

If we don't pass start its considered 0

If we don't pass end its considered length of array in that dimension

If we don't pass step its considered 1

### **Example**

Slice elements from index 1 to index 5 from the following array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[1:5])

Slice elements from index 4 to the end of the array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[4:])

Slice elements from the beginning to index 4 (not included):

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[:4])

import numpy as np

a = np.arange(10)

s = slice(2,7,2)

print a[s]

In the above example, an **ndarray** object is prepared by **arange()** function. Then a slice object is defined with start, stop, and step values 2, 7, and 2 respectively. When this slice object is passed to the ndarray, a part of it starting with index 2 up to 7 with a step of 2 is sliced.

The same result can also be obtained by giving the slicing parameters separated by a colon : (start:stop:step) directly to the **ndarray** object.

# slice items starting from index

import numpy as np

a = np.arange(10)

print(a[2:])

import numpy as np

a = np.array([[1,2,3],[3,4,5],[4,5,6]])

print(a)

# slice items starting from index

print 'Now we will slice the array from the index a[1:]'

print a[1:]

import numpy as np

a = np.array([[1,2,3],[3,4,5],[4,5,6]])

print 'Our array is:'

print (a)

print '\n'

# this returns array of items in the second column

print 'The items in the second column are:'

print (a[...,1] )

print('\n' )

# Now we will slice all items from the second row

print 'The items in the second row are:'

print (a[1,...] )

print ('\n')

# Now we will slice all items from column 1 onwards

print 'The items column 1 onwards are:'

print a[...,1:]

The output of this program is as follows −

Our array is:

[[1 2 3]

[3 4 5]

[4 5 6]]

The items in the second column are:

[2 4 5]

The items in the second row are:

[3 4 5]

The items column 1 onwards are:

[[2 3]

[4 5]

[5 6]]

## Negative Slicing

Use the minus operator to refer to an index from the end:

Slice from the index 3 from the end to index 1 from the end:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[-3:-1])

## STEP

Use the step value to determine the step of the slicing:

### **Example**

Return every other element from index 1 to index 5:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[1:5:2])

### **Example**

Return every other element from the entire array:

import numpy as np  
  
arr = np.array([1, 2, 3, 4, 5, 6, 7])  
  
print(arr[::2])

# **NumPy - Broadcasting**

The term **broadcasting** refers to the ability of NumPy to treat arrays of different shapes during arithmetic operations. Arithmetic operations on arrays are usually done on corresponding elements. If two arrays are of exactly the same shape, then these operations are smoothly performed.

import numpy as np

a = np.array([1,2,3,4])

b = np.array([10,20,30,40])

c = a \* b

print c

If the dimensions of two arrays are dissimilar, element-to-element operations are not possible. However, operations on arrays of non-similar shapes is still possible in NumPy, because of the broadcasting capability. The smaller array is **broadcast** to the size of the larger array so that they have compatible shapes.

Broadcasting is possible if the following rules are satisfied −

* Array with smaller **ndim** than the other is prepended with '1' in its shape.
* Size in each dimension of the output shape is maximum of the input sizes in that dimension.
* An input can be used in calculation, if its size in a particular dimension matches the output size or its value is exactly 1.
* If an input has a dimension size of 1, the first data entry in that dimension is used for all calculations along that dimension.

A set of arrays is said to be **broadcastable** if the above rules produce a valid result and one of the following is true −

* Arrays have exactly the same shape.
* Arrays have the same number of dimensions and the length of each dimension is either a common length or 1.
* Array having too few dimensions can have its shape prepended with a dimension of length 1, so that the above stated property is true.

The following program shows an example of broadcasting.

## Example 2

import numpy as np

a = np.array([[0.0,0.0,0.0],[10.0,10.0,10.0],[20.0,20.0,20.0],[30.0,30.0,30.0]])

b = np.array([1.0,2.0,3.0])

print ('First array:' )

print(a)

print ('\n)'

print('Second array:' )

print (b)

print( '\n')

print ('First Array + Second Array')

print(a + b)

Statistics is concerned with collecting and then analyzing that data. It includes methods for collecting the samples, describing the data, and then concluding that data. NumPy is the fundamental package for scientific calculations and hence goes hand-in-hand for NumPy statistical Functions.

NumPy contains various statistical functions that are used to perform statistical data analysis. These statistical functions are useful when finding a maximum or minimum of elements. It is also used to find basic statistical concepts like standard deviation, variance, etc.

## NumPy Statistical Functions

NumPy is equipped with the following statistical functions:

**1. np.amin()-** This function determines the minimum value of the element along a specified axis.  
**2. np.amax()-** This function determines the maximum value of the element along a specified axis.  
**3. np.mean()-** It determines the mean value of the data set.  
**4. np.median()-** It determines the median value of the data set.  
**5. np.std()-** It determines the standard deviation

**6. np.average()-** It determines the weighted average

### **Finding maximum and minimum of array in NumPy**

NumPy **np.amin()**and **np.amax()**functions are useful to determine the minimum and maximum value of array elements along a specified axis.

import numpy as np

arr= np.array([[1,23,78],[98,60,75],[79,25,48]])

print(arr)

#Minimum Function

print(np.amin(arr))

#Maximum Function

print(np.amax(arr))

### **Finding Mean, Median, Standard Deviation and Variance in NumPy**

#### **Mean**

Mean is the sum of the elements divided by its sum and given by the following formula:

![Mean in NumPy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARYAAABdCAAAAABFzhaIAAAHZUlEQVR4Xu2ZaUxUVxiGxyVq+sO4dI2tS2KM2tbQoqaLWqtpTRqtIdaoVYtWRUREwbY27lpZXQoMi1gtKjJWcQFcUJRNQVRAQURFcWFEcAGVfZgZ5vScubPc+80ncwV+gDnPj3vveb8zwDz3nmUGBeEgKGDAYXAtKFwLCteCwrWgcC0oXAsK14LCtaBwLShcCwrXgsK1oHAtKFwLCteCwrWgtFCLLuYQjN4IWqQlQ7m2lz8M3whapCU76VF/rgVjANeCYOBaMLgWFK4FhWtB4VpQuBYUrgWFa0HhWnD6B4hbVfniVpunOhcmZlqkJU/l2/ObnbEvze26kJvicpvHcPgEjEy0SEtu9IHEY6qjFi2hCeJqO0D3Vw6MBFqkBXDxNz2M2jpFi+pgZMRGi3pPNCPqGizYRe+aDiMMfUkjjJqkvhQmcijD364Nqw7AxIiNlmfJaYyUB7BglzwnHYwwSn+thVGT5Hq8nkYBr0yY4FyeaoARw0ZL8/GWLEqvpGRKDYyaJMu5OVrmp8EEp3ZiAYwYtloKUkqIISfjOcztYXA6brpSp9JfdTvtoaRsoWQq1FKWRhfK+2n3QGwie25ztLicA0HdxfRaUnk+Fz7RrjtAYARq0e3eFTM1OSrSZ3wJqNjj6bg7wsVpZbxLeHJI5KgUSd2MjZb0wPhlvhmBqjH4t+Wto6V4a0ywc962wz97gEETsETaFoBaVEcIWf3eHuLS6bopebLV34qfslLSXUT+8Hrj+VKQlpzp4WmIVkRKO5iAWm5sriF5vedokhS+ktxMq2ip8blDDMO/vF3ZZyT4aYd+kLYFgJayjXSN9exRTjLizFafBG61siXslVrSHY2v0G18QkisIonc3VvN2uVwyJRPl/xhBv8i+tqOKlK6p4KQxsILxeIq5foCEMjC7ZKkeeIgXdIGTSHa/+AKmz4CBEaAlid0VtCN+l4aolSuX2LFXUXHztfGXMP+nlW9hFVVm7F73FXLS1LCdlD8HZXsFGbaSOkzqSVlV2F7rDm4P2amj2n3o4sNZx1XfRVBjxHbTUPUHre2sxftGP07O4bHmW5Bfjl9LN8Kl3Y1kjsEJgw4iCjq7j4wQqjc4O5hwc2qhaEfO0F4aw1ZSUOyLbHKw8vLa7nLIHby8jhjyQmZ/rkwAI8fpnP1hzFCqA1eyvrP+ph19/K8IurfBJeXsd7Lh01bTk9LQ0RPZmRn6x2ykjcYJgxEyynFWXHzZXysiJOv3HScG2GZzEq7rzFfPnOwahGokA4iRlXf+cLF6k/pAjh+saTYKoOI4TIQmwAyHWHCQLSseOcZnbmTzM2HHovcLLj+USHuKibPscF8ebIzFVsXy56YMhstcMqlZHWLpo/Y0XpScEhLGoavlhRbZcql1A2dQY+pd4kuPvRpTlRwmRDHoTMG0HLUq5o4jqQXETK3Q1ZKxxo3xvmLColnNzq1pO5kTbta7i++TAIUdEq7Gii8/XMDzGugANTSkHDLdNWYmmUOs1KBO6kWzYadJL+DH3Wz9jnJzPWanavdtFIoBS4UdzQDtAweUHV24nA9SVFqpQX76H9MZKelHbLvunx0kxR6l7OmXS1+ioRHnn3SidpHbWxXTY0Sl221nFKM0QhXN7r2fSpcVfTrInUJtGQp3LUBw/4k9eH0MT5fPSmIkPXLhJJ7sLijGaDlH7fQqPJ164IjbR50+6xUsmOGc0hI2d6loUphoUW0/CT52decg4LVcYtDAwuNTZ1/tLhKyZ4j1VI0fpMpqJjiavpAqHFzMt4EKwskWl54bgi8ULjo721snjeUO9wi+sn/Gisap8vijmbg3FJRQifOR6Zx93pkTDfOuTVqejOfqU2bbETLNKnyOjWdxZ8XmyYmVRzRSX97zjywL7Vu3xstFQP8SsP1vKRpeES1aYqFb4YSv60j9xweapjd65PRYQG1tADNbLhVolR8lgeShlz4FkQkHzc0qo9IokowPORR8AImVnzn0p3SLM1J5tcvAlaNtKIWkrAOJvqr+z9Q5qD3AyV9oOPIEYPB5NLaNE7eSz/ue2ewm/h43gtUAZY1l8ZNF0GiS4s7FpdsWbjtkr9v374oVbOGsHwak+jm6EXiDXa9LRFXgGXNpnyLsJq0GxL3EFwBlsmk4czpWvI87Ui6da4otd1btmWqUtifjinAMpnsil3omr35eOYE6a60HSEsZJgCLJPHgwAS2HUFXfeC3m/GJqcNgSnAMnmciCfzehbRizVvV8FauwJTgGXyKHtZO3QmPRu++6I5n+XaDpgCLJPLjU4h9FjSez0stC8wBVgml8gu7Bu2Ax1l/kumrYIpwDK5/NKPfpoxTHLQVqra8zDCFGCZTGo/mUFXOHVPf5K6F9baE5gCLJNJviKMHh+8m/DY+7X/19aWwBRgmUyujL7NThHuW4zndgumAMs4XAsO14LCtaBwLShcCwrXgsK1oHAtKFwLCteCwrWgcC0oXAsK14LCtaBwLShcCwrXgsK1oHAtKFwLCteCwrWgcC0oXAsK14LCtaD8D2i8/EZny0hcAAAAAElFTkSuQmCC)

It calculates the mean by adding all the items of the arrays and then divides it by the number of elements. We can also mention the axis along which the mean can be calculated.

import numpy as np

a = np.array([5,6,7])

print(a)

print(np.mean(a))

#### **Median**

Median is the middle element of the array. The formula differs for odd and even sets.

![Median in NumPy](data:image/png;base64,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)

It can calculate the median for both one-dimensional and multi-dimensional arrays. Median separates the higher and lower range of data values.

import numpy as np

a = np.array([5,6,7])

print(a)

print(np.median(a))

#### **Standard Deviation**

Standard deviation is the square root of the average of square deviations from mean. The formula for standard deviation is:

![Standard Deviation Equation in NumPy](data:image/png;base64,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)

import numpy as np

a = np.array([5,6,7])

print(a)

print(np.std(a))

### **NumPy Average Function**

NumPy **np.average()**function determines the weighted average along with the multi-dimensional arrays. The weighted average is calculated by multiplying the component by its weight, the weights are specified separately. If weights are not specified it produces the same output as mean.

import numpy as np

a = np.array([5,6,7])

print(a)

#without weight same as mean

print(np.average(a))

#with weight gives weighted average

wt = np.array([8,2,3])

print(np.average(a, weights=wt))

# NumPy where() Multiple Conditions

Python NumPy where() is used to get an array with selected elements from the existing array by checking single or multiple conditions. It returns the indices of the array for with each condition being True. Using & Operator, | Operator, NumPy.logical\_and() and, numpy.logical\_or() functions along with where() function based on multiple conditions.

# Create a numpy array

import numpy as np

arr = np.array([5,10,15,20,25])

# Get the indices of array elements

arr1=np.where(arr)

print(arr1)

----------------------------------------------------------------------------

## NumPy where() Multiple Conditions With the & Operator

## To select the NumPy array elements from the existing array-based on multiple conditions using & operator along with where() function. You can specify multiple conditions inside the where() function by enclosing each condition inside a pair of parenthesis and using an & operator.

import numpy as np

arr = np.array([5,10,15,20,25])

# Use numpy.where() multiple conditions with the & operator

arr2 = arr[np.where((arr >5) & (arr <25))]

print(arr2)

----------------------------------------------------------------------------

## where() Multiple Conditions With the | Operator

You can also use the | operator to specify multiple conditions inside the numpy.where() function. You can specify multiple conditions inside this function by enclosing each condition inside a pair of parenthesis and using an | operator.

import numpy as np

arr = np.array([5,10,15,20,25])

# Use numpy.where() multiple conditions with the | operator

arr2 = arr[np.where((arr >5) | (arr % 5 == 0))]

print(arr2)

==============================================

import numpy as np

arr = np.array([5,10,15,20,25])

# Find number of values meet in a condition

arr2 = (arr[np.where((arr >5) | (arr % 5 == 0))]).size

print(arr2)

================================================

## Use where() Multiple Conditions With the logical\_and()

numpy.logical\_and() the function is used to calculate the element-wise truth value of AND gate in Python. Using this function inside the where() function to specify multiple conditions and get the selected elements from an existing array.

import numpy as np

arr = np.array([5,10,15,20,25])

# Use numpy.where() multiple conditions with the numpy.logical\_and()

arr2 = arr[np.where(np.logical\_and(arr >5, arr <25))]

print(arr2)

==============================================

## Use where() Multiple Conditions With the logical\_or()

The numpy.logical\_or() function is used to calculate the element-wise truth value of OR gate in Python. You can use this function inside the where() function to specify multiple conditions.

import numpy as np

arr = np.array([5,10,15,20,25])

# Use numpy.where() multiple conditions with the .logical\_or()

arr2 = arr[np.where(np.logical\_or(arr >5, arr % 5 == 0))]

print(arr2)

============================================

# **NumPy - Arithmetic Operations**

import numpy as np

a = np.arange(9, dtype = np.float\_).reshape(3,3)

print(a)

print('First array:')

print(a)

print('\n')

print('Second array:')

b = np.array([10,10,10])

print(b)

print('\n')

print('Add the two arrays:')

print(np.add(a,b))

print('\n')

print('Subtract the two arrays:')

print(np.subtract(a,b))

print('\n')

print('Multiply the two arrays:')

print(np.multiply(a,b))

print('\n')

print('Divide the two arrays:')

print(np.divide(a,b))

==========================================

# Numpy numpy.transpose()

With the help of **Numpy numpy.transpose()**, We can perform the simple function of transpose within one line by using **numpy.transpose()** method of Numpy. It can transpose the 2-D arrays on the other hand it has no effect on 1-D arrays. This method transpose the 2-D numpy array.

***Parameters:******axes :****[None, tuple of ints, or n ints] If anyone wants to pass the parameter then you can but it’s not all required. But if you want than remember only pass****(0, 1)****or****(1, 0)****. Like we have array of shape (2, 3) to change it (3, 2) you should pass (1, 0) where 1 as 3 and 0 as 2.****Returns:****ndarray*

**Example #1 :**   
In this example we can see that it’s really easy to transpose an array with just one line.

# importing python module named numpy

**import** numpy as np

# making a 3x3 array

ans **=** np.array([[1, 2, 3],

                [4, 5, 6],

                [7, 8, 9]])

# before transpose

**print**(ans, end **=**'\n\n')

# after transpose

print(ans.transpose())

=================================================

**Example #2 :**   
In this example we demonstrate the use of tuples in numpy.transpose().

# importing python module named numpy

import numpy as np

# making a 3x3 array

gfg = np.array([[1, 2],

[4, 5],

[7, 8]])

# before transpose

print(gfg, end ='\n\n')

# after transpose

print(gfg.transpose(1,0))

===============================================

**Method 2:**Using Numpy ndarray.T object.

| # importing python module named numpy  **import** numpy as np    # making a 3x3 array  gfg **=** np.array([[1, 2, 3],                  [4, 5, 6],                  [7, 8, 9]])    # before transpose  **print**(gfg, end **=**'\n\n')    # after transpose  print(gfg.T) |
| --- |

========================================================

# importing python module named numpy

import numpy as np

# making a 3x3 array

a = np.array([[1, 2], [3, 4]])

print(a)

print(np.transpose(a))

print("==========================")

a = np.array([1, 2, 3, 4])

print(a)

print(np.transpose(a))

print("======================")

a = np.ones((100, 12, 30))

print(np.transpose(a, (1, 0, 2)).shape)

print("===========================")

a = np.ones((2, 3, 4, 5))

print(np.transpose(a).shape)

@@@@@@@@@@@@@@@@@@@@@@@@@@@@@

# **numpy.linalg.inv:Inverse**

**linalg.inv(*a)***

Compute the (multiplicative) inverse of a matrix.

Given a square matrix *a*, return the matrix *ainv* satisfying dot(a, ainv) = dot(ainv, a) = eye(a.shape[0]).

**Parameters:**

**a*(…, M, M) array\_like***

Matrix to be inverted.

**Returns:**

**ainv*(…, M, M) ndarray or matrix***

(Multiplicative) inverse of the matrix *a*.

**Raises:**

**LinAlgError**

If *a* is not square or inversion fails.

import numpy as np

a = np.array([[1, 2,], [3, 4]])

print(a)

b = np.linalg.inv(a)

print(b)

print("==============================")

a = np.array([[[2., 6.], [5., 8.]],

[[3, 7], [4, 1]]])

b = np.linalg.inv(a)

print(b)

========================================

import numpy as np

a = np.array([[1, 2,], [3, 4]])

print(a)

b = np.linalg.inv(a)

print(b)

print(np.allclose(np.dot(a,b), np.eye(2)))